# Lab: Classes

Problems for exercises and homework for the [“JavaScript Advanced” course @ SoftUni](https://softuni.bg/courses/js-advanced). Submit your solutions in the SoftUni judge system at <https://judge.softuni.bg/Contests/1533>.

# Classes

## Rectangle

Write a **class** for a rectangle object. It needs to have a **width** (Number), **height** (Number) and **color** (String) properties, which are set from the constructor and a calcArea() method, that calculates and **returns** the rectangle’s area.

### Input

The constructor function will receive valid parameters.

### Output

The calcArea() method should **return** a number.

Submit the class definition as is, **without** wrapping it in any function.

### Examples

|  |  |
| --- | --- |
| Sample Input | Output |
| let rect = new Rectangle(4, 5, 'red');  console.log(rect.width);  console.log(rect.height);  console.log(rect.color);  console.log(rect.calcArea()); | 4  5  Red  20 |

## Person

Write a **class** that represents a personal record. It has the following properties, all set from the constructor:

* firstName
* lastName
* age
* email

And a method toString(), which prints a summary of the information. See the example for formatting details.

### Input

The constructor function will receive valid parameters.

### Output

The toString()method should **return** a string.

Submit the class definition as is, **without** wrapping it in any function.

### Example

|  |
| --- |
| Sample Input |
| let person = new Person('Anna', 'Simpson', 22, 'anna@yahoo.com');  console.log(person.toString()); |
| Output |
| Anna Simpson (age: 22, email: anna@yahoo.com) |

## Get Persons

Write a function that returns an array of **Person** objects. Use the class from the previous task, create the following instances, and return them in an array:

|  |  |  |  |
| --- | --- | --- | --- |
| First Name | Last Name | Age | Email |
| Anna | Simpson | 22 | anna@yahoo.com |
| SoftUni |  |  |  |
| Stephan | Johnson | 25 |  |
| Gabriel | Peterson | 24 | g.p@gmail.com |

For any empty cells, do not supply a parameter (call the constructor with less parameters).

### Input / Output

There will be **no input**, the data is static and matches the table above. As **output**, **return an array** with **Person** **instances**.

Submit a function that returns the required output.

## Circle

Write a **class** that represents a **Circle**. It has only one data property - it’s **radius**, and it is set trough the **constructor**. The class needs to have **getter** and **setter** methods for its **diameter** - the setter needs to calculate the radius and change it and the getter needs to use the radius to calculate the diameter and return it.

The circle also has a getter area(), which calculates and **returns** its area.

### Input

The constructor function and diameter setter will receive valid parameters.

### Output

The diameter() and area() getters should **return** numbers.

Submit the class definition as is, **without** wrapping it in any function.

### Examples

|  |  |
| --- | --- |
| Sample Input | Output |
| let c = new Circle(2);  console.log(`Radius: ${c.radius}`);  console.log(`Diameter: ${c.diameter}`);  console.log(`Area: ${c.area}`);  c.diameter = 1.6;  console.log(`Radius: ${c.radius}`);  console.log(`Diameter: ${c.diameter}`);  console.log(`Area: ${c.area}`); | 2  4  12.566370614359172  0.8  1.6  2.0106192982974678 |

## Point Distance

Write a JS **class** that represents a **Point**. It has **x** and **y** coordinates as properties, that are set through the constructor, and a **static method** for finding the distance between two points, called distance().

### Input

The distance() method should receive two **Point** objects as parameters.

### Output

The distance() method should **return** a number, the distance between the two point parameters.

Submit the class definition as is, **without** wrapping it in any function.

### Example

|  |  |
| --- | --- |
| Sample Input | Output |
| let p1 = new Point(5, 5);  let p2 = new Point(9, 8);  console.log(Point.distance(p1, p2)); | 5 |

## Cards

You need to write an **IIFE** that results in an object containing two properties Card which is a class and Suits which is an object that will hold the possible suits for the cards.

The Suits object should have exactly these 4 properties:

* **SPADES**: ♠
* **HEARTS**: ♥
* **DIAMONDS**: ♦
* **CLUBS**: ♣

Where the key is **SPADES**, **HEARTS** e.t.c. and the value is the actual symbol ♠, ♥ and so on.

The Card class should allow for creating cards, each card has 2 properties **face** and **suit**. The **valid** faces are the following ["2", "3", "4", "5", "6", "7", "8", "9", "10", "J", "Q", "K", "A"] any other are considered invalid.

The Card class should have setters and getters for the **face** and **suit** properties, when creating a card or setting a property validations should be performed, if an invalid face or a suit not in the Suits object is passed an Error should be **thrown**.

### Code Template

You are required to write and submit an **IIFE** which results in an object containing the above-mentioned Card and Suits as properties. Here is an example template you can use:

|  |
| --- |
| cards.js |
| (**function**(){  *//* ***TODO:***  **return** {  **Suits**:***Suits***,  **Card**:***Card*** } }()) |

### Screenshot

An example usage should look like this:

![](data:image/png;base64,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)

# Unit testing on Classes

## String Builder

You are given the following **JavaScript class**:

|  |
| --- |
| string-builder.js |
| **class** StringBuilder {  constructor(string) {  **if** (string !== ***undefined***) {  StringBuilder.*\_vrfyParam*(string);  **this**.**\_stringArray** = Array.from(string);  } **else** {  **this**.**\_stringArray** = [];  }  }   append(string) {  StringBuilder.*\_vrfyParam*(string);  **for**(**let** i = 0; i < string.**length**; i++) {  **this**.**\_stringArray**.push(string[i]);  }  }   prepend(string) {  StringBuilder.*\_vrfyParam*(string);  **for**(**let** i = string.**length** - 1; i >= 0; i--) {  **this**.**\_stringArray**.unshift(string[i]);  }  }   insertAt(string, startIndex) {  StringBuilder.*\_vrfyParam*(string);  **this**.**\_stringArray**.splice(startIndex, 0, ...string);  }   remove(startIndex, length) {  **this**.**\_stringArray**.splice(startIndex, length);  }   **static** *\_vrfyParam*(param) {  **if** (**typeof** param !== **'string'**) **throw new TypeError**(**'Argument must be string'**);  }   toString() {  **return this**.**\_stringArray**.join(**''**);  } } |

### Functionality

The above code defines a **class** that holds **characters** (strings with length 1) in an array. An **instance** of the class should support the following operations:

* Can be **instantiated** with a passed in **string** argument or **without** anything
* Functionappend(string) - **converts** the passed in **string** argument to an **array** and adds it to the **end** of the storage
* Function **prepend**(**string**) - **converts** the passed in **string** argument to an **array** and adds it to the **beginning** of the storage
* FunctioninsertAt(string, index) - **converts** the passed in **string** argument to an **array** and adds it at the **given** index (there is **no** need to check if the index is in range)
* Functionremove(startIndex, length) - **removes** elements from the storage, starting at the given index (**inclusive**), **length** number of characters (there is **no** need to check if the index is in range)
* FunctiontoString() - **returns** a string with **all** elements joined by an **empty** string
* All passed in **arguments** should be **strings.** If any of them are **not**, **throws** a type **error** with the following message: "**Argument must be a string**"

### Example

This is an example how this code is **intended to be used**:

|  |  |  |
| --- | --- | --- |
| Sample code usage |  | Corresponding output |
| **let** str = **new** StringBuilder(**'hello'**); str.append(**', there'**); str.prepend(**'User, '**); str.insertAt(**'woop'**,5 ); **console**.log(str.toString()); str.remove(6, 3); **console**.log(str.toString()); | User,woop hello, there  User,w hello, there |

### Your Task

Using **Mocha** and **Chai** write **JS unit tests** to test the entire functionality of the StringBuilder class. Make sure it is **correctly defined as a class** and instances of it have all the required functionality. You may use the following code as a template:

|  |
| --- |
| describe(**"*TODO* …"**, **function**() {  ***it***(**"*TODO …*"**, **function**() {  *//* ***TODO:*** …  });  *//* ***TODO:*** …  }); |

## Payment Package

You are given the following **JavaScript class**:

|  |
| --- |
| PaymentPackage.js |
| **class** PaymentPackage {  constructor(name, value) {  **this**.name = name;  **this**.value = value;  **this**.VAT = 20; *// Default value* **this**.active = **true**; *// Default value* }   **get** name() {  **return this**.**\_name**;  }   **set** name(newValue) {  **if** (**typeof** newValue !== **'string'**) {  **throw new** Error(**'Name must be a non-empty string'**);  }  **if** (newValue.length === 0) {  **throw new** Error(**'Name must be a non-empty string'**);  }  **this**.**\_name** = newValue;  }   **get** value() {  **return this**.**\_value**;  }   **set** value(newValue) {  **if** (**typeof** newValue !== **'number'**) {  **throw new** Error(**'Value must be a non-negative number'**);  }  **if** (newValue < 0) {  **throw new** Error(**'Value must be a non-negative number'**);  }  **this**.**\_value** = newValue;  }   **get** VAT() {  **return this**.**\_VAT**;  }   **set** VAT(newValue) {  **if** (**typeof** newValue !== **'number'**) {  **throw new** Error(**'VAT must be a non-negative number'**);  }  **if** (newValue < 0) {  **throw new** Error(**'VAT must be a non-negative number'**);  }  **this**.**\_VAT** = newValue;  }   **get** active() {  **return this**.**\_active**;  }   **set** active(newValue) {  **if** (**typeof** newValue !== **'boolean'**) {  **throw new** Error(**'Active status must be a boolean'**);  }  **this**.**\_active** = newValue;  }   toString() {  **const** output = [  **`Package:** ${**this**.name}**`** + (**this**.active === **false** ? **' (inactive)'** : **''**),  **`- Value (excl. VAT):** ${**this**.value}**`**,  **`- Value (VAT** ${**this**.VAT}**%):** ${**this**.value \* (1 + **this**.VAT / 100)}**`** ];  **return** output.join(**'\n'**);  } } |

### Functionality

The above code defines a **class** that contains information about a **payment package**. An **instance** of the class should support the following operations:

* Can be **instantiated** with two parameters - a string name and number value
* Accessor name - used to get and set the value of name
* Accessor value - used to get and set the value of value
* Accessor VAT - used to get and set the value of VAT
* Accessor active - used to get and set the value of active
* Function toString() - return a string, containing an overview of the instance; if the package is **not active**, append the label "**(inactive)**" to the printed **name**

When creating an instance, or changing any of the property values, the parameters are validated. They must follow these rules:

* name - non-empty string
* value - non-negative number
* VAT - non-negative number
* active - Boolean

If any of the requirements aren’t met, the operation must throw an error.

***Scroll down for examples and details about submitting to Judge.***

### Example

This is an example how this code is **intended to be used**:

|  |
| --- |
| Sample code usage |
| *// Should throw an error* **try** {  **const *hrPack*** = **new** PaymentPackage(**'HR Services'**); } **catch**(err) {  **console**.log(**'Error: '** + err.**message**); } **const *packages*** = [  **new** PaymentPackage(**'HR Services'**, 1500),  **new** PaymentPackage(**'Consultation'**, 800),  **new** PaymentPackage(**'Partnership Fee'**, 7000), ]; **console**.log(***packages***.join(**'\n'**));  **const *wrongPack*** = **new** PaymentPackage(**'Transfer Fee'**, 100); *// Should throw an error* **try** {  ***wrongPack***.active = **null**; } **catch**(err) {  **console**.log(**'Error: '** + err.**message**); } |
| Corresponding output |
| Error: Value must be a non-negative number  Package: HR Services  - Value (excl. VAT): 1500  - Value (VAT 20%): 1800  Package: Consultation  - Value (excl. VAT): 800  - Value (VAT 20%): 960  Package: Partnership Fee  - Value (excl. VAT): 7000  - Value (VAT 20%): 8400  Error: Active status must be a boolean |

### Your Task

Using **Mocha** and **Chai** write **unit tests** to test the entire functionality of the PaymentPackage class. Make sure instances of it have all the required functionality and validation. You may use the following code as a template:

|  |
| --- |
| describe(**"*TODO* …"**, **function**() {  ***it***(**"*TODO …*"**, **function**() {  *//* ***TODO:*** …  });  *//* ***TODO:*** …  }); |